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Preface

The Contents of This Manual
This manual describes the Operating System service calls that are available to
Pascal and assembler programs. It is written for experienced Pascal
programmers and does not explain elementary terms and programming
techniques. We assume that you have read the LJ/sg Owner’s Guide and
workshop Users Guide for the Lisa and are familiar with your Lisa system.

Chapter 1 is a general introouction to the Operating System.

Chapter 2 describes the File System and the available File System calls. This
includes a description of the interprocess communication facility, pipes, and
the Operating System calls that allow processes to use pipes.

Chapter 3 describes the calls available to control processes, and also describes
the structure of processes.

Chapter 4 describes how pracesses can control their use of available memory.

Chapter S describes the use of events and exceptions that control process
synchronization. It also describes the use of the system clock.

Chapter 6 describes the calls you can use to find out about the configuration
of the system.

Appendix A contains the source text of Syscall, the unit that contains the
type, procedure, and function definitions discussed in this manual.

Appendlx B contalns a list of system-reserved exception names.
Appendix C contalns a list of system-reserved event names.

Appendix D contains a list of error messages that can be produced by the
calls documented in this manual.

Appendix E contailns a description of the information you can obtain from the
Operating Systemn about files and devices.

Type and Syntax Conventions
Bold-face type is used in this manual to distinguish programming keywords and
constructs from English text. For example, FLUSH is the name of a system
call. Systern call names are capitalized in this manual, although Pascal does
not distinguish between lower and upper case characters. //g//cs indicate a
new term whose explanation follows.



Future Releases
A few features of the Lisa Operating System will be changed in future
releases:

* Pipes will not be supported.
* Timed events will not be supported.

* Configuration System Calls will be changed.
If you want your software to be upward—-compatible, please take these changes

Into consideration. More information is provided In the appropriate sections
of the manual.
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Introduction

The Operating System (0S) provides an environment in which multiple processes
can coexist, communicate, and share data. It provides a file system for 1/0
and information storage, handles exceptions (software interrupts), and performs

memory management.

11 The Main Functions
This chapter describes the four main functional areas of the 0S: the File
System, process management, memory management, and event and exception
handling.

The File System provides input and output. The File System accesses devices,
volumes, and files. Each object, whether a printer, disk file, or any other type
of object, is referenced by a pathname. Every 1/0 operation is performed as
an uninterpreted byte stream. Using the File System, all 1/0 is device
independent. The File System also provides device-specific control operations.

A process consists of an executing program and its associated data. Several
processes can execute concurrently by multiplexing the processor between
them. These processes can be broken into segments which are automatically
swapped into memory as needed.

Memory management routines handle data segments. A data segment is a file
that can be placed in memory and accessed directly.

Exceptions and events are process-communication constructs provided by the
0S. An event is a message sent from one process to another, or from a
process to Itself, that Is delivered to the recelving process only when the
process asks for that event. An exception is a special type of event that
forces itself on the recelving process. There is a set of system-defined
exceptions (errors), and programs can define their own. System errors such as
divislon by zero are examples of system-defined exceptions. You can use the
system calls provided to define any exceptions you want.

1.2 Using the 0S Functions
Both built-in language features and expiicit 0S system calls can access 0S
routines to perform desired functions. For example, the Pascal wrlteln
procedure is a built-in feature of the language. The code to execute writeln
is supplied in IOSPASLIB, the Pascal run-time support routines library. This
code, which Is added to the program when the program is linked, calls 0S
File System routines to perform the desired output.

You can also call 0S routines explicitly. This is usually done when the
language does not provide the operation you want. 0S routines allow Pascal
programs, for example. to create new processes, which could not otherwise be
done, since Pascal does not have any buflt-in process-handling functions.

1-1
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All calls to the 0S are synchronous, which means they do not return until the
operation is complete. Each call returmns an error code to indicate if anything
went wrong during the operation. Any non-zero value indicates an error or
warning. Negative error codes indicate warnings. For a list of error codes
and thelr meaning, see Appendix D.

13 The File System
The File System performs all 1/0 as uninterpreted byte streams. These byte
streams can go to files on disk or to other devices such as a printer or an
alternative console. In all cases, the device or file has a File System name.
Except for device-control functions, the Flle System treats devices and flles
in the same way.

The Flle System allows sharing of all types of objects.

The File System provides for naming objects (devices, flles, etc.). A name In
the Flle System Is called a pat/mame A complete pathname consists of a
directory name and a file name. The file name Is meaningful only for storage
devices (gdevices that store byte streams for later use, such as disks).

Each process has a working directory assoclated with it. This allows you to
reference objects with an incomplete pathname. To access an object in the
working directory, you specify its file name. To access an object in a
different directory, you specify its complete pathname.

Before a device can be accessed, it must be mounted. Devices can be
mounted using the Preferences tool or by using the MOUNT call. See Chapter
2 for an explanation of this call and other File System calls. If the device is
a storage device, the mount operation makes a volume name avallable. A
volume name is a logical name for a disk, and is saved on the disk itself. The
mount operation logically connects the volume to the system, so that the files
on the volume may be accessed. The volume name can replace a device name
In a pathname used to access an object on the disk. The volume name allows
you to access a file with the same pathname no matter where the drive is
actually connected.

A device can be accessed if it is specified in the configuration list created by
the Preferences tool, Is physically connected to the Lisa, and 1s mounted.
There are some operations that can be performed on unmounted devices. Two
examples are DEVICE_CONTROL calls and scavenging. Logically mounting a
volume on a device makes file access to the volume possible. For storage
gevices, a volume is an actual magnetic medium that can contain recorded
files. For non-storage devices, volumes and flles are concepts used to
maintain a uniform interface. Files on non-storage devices such as printers
do not store data but act as ports for performing 1/0 to the devices.

1-2



Querating System Reference Merxial Introgetion

" The basic operations provided by the File System are as follows:

mount and unmount - make a volume accessible/inaccessible
open and close - make an object accessible/inaccessible
read and write - transfer Information to and from an object
device control functions ~ control device-specific functions

Some operations apply only to storage devices:

allocate and deallocate - specify size of an object

manipulate catalog - control naming of objects and creation and
destruction of objects

manipulate attributes - look at or change the characteristics of
the object

In addition to the data In an object, the object itself has certain
characteristics called aterituites such as the length and creatlon date of a
file. Calls are avallable to access the attributes of any File System object. In
addition to its system-defined attributes, an object on a storage device can
have a /abel The label is available for programs to store information that
they can Interpret.

Non-storage devices such as printers are accessed with a limited set of
operations. They must be mounted and opened before they can be accessed.
Sequential read and/or write operations are avallable as appropriate for the
device. Device-control functions are avallable to perform any device-
specific functlons needed. The file-name portion of the complete pathname
for a non-storage device is not used by the File System, although you do have
to provide one when you open the device.

For storage devices, the same sequentlial read and write operations are valid
as for non-storage devices. Storage devices also must be mounted, and
particular files opened, before the files can be used. They have appropriate
device-control functions available.

when writing to a disk file, space for the flle is allocated as needed. Space
for a file does not need to be contiguous, and in some cases this automatic
allocation can result In a fragmented file, which may slow file access. To
insure rapid access, you can pre-allocate space for the flle. Pre-allocating
the flle also ensures that the process will not run out of space on the disk.

Four types of objects can be stored on storage devices. These are flles, pipes,
data segments, and event channels. Flles, already discussed, are simply arrays
of stored data. Pipes are objects that provide Interprocess communication.
Data segments are speclal cases of files that are loaded Into memory along
with program code. Event channels are pipes with a specialized structure
imposed by the system.

1.4 Process Management
A process is an executing program and the data associated with it. Several

processes can exist at one time, and they appear to run simultaneously
because the CPU is multiplexed among them. The Scheduler decides what

1-3
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process should use the CPU at any one time. It uses a generally non-
preemptive scheduling algorithm. This means that a process will not lose the
CPU uniess 1t blocks. The blocked state is explained later in this section,

A process can lose the CPU when one of the following happens:
* The process calls an Operating System procedure or function.

* The process references one of its code segments that is not currently in
memory.

If neither of these occur, the process will not lose the CPU.

Every process is started by another process. The newly started process is
called the san7 process The process that started it is called its /avwer process
The resulting structure is a tree of processes. See Figure 3-2 for an
llustration of a process tree.

when any process terminates, all its son processes and their descendants are
also terminated.

When the 0S Is booted, it starts a s/ arocess The shell process starts any
other processes desired by the user.

Every newly created process has the same system-standard attributes and
capabllities. These can be changed by using system calls.

Any processes can suspend, activate, or kill any other process for which the
global ID Is known, as long as the other process does not protect itseif.

The memory accesses of an executing process are restricted to its own
memory address space. Processes can communicate with other processes by
using shared flles, pipes, event channels, or shared data segments.

A process can be in one of three states: ready, running, or blocked. A seagy
process §s walting for the Scheduler to select it to run. A suming process Is
currently using the CPU to execute its code. A blocked process is waiting for
some event, such as the completion of an 1/0 operation. It wiil not be
scheduled untl]l the event occurs, at which point it becomes ready. A
emminater processhas finished executing.

Each process has a priority from 1 to 255. The higher the number, the higher
the priority of the process. Prloritles 226 to 255 are reserved for system
processes. The Scheduler always runs the ready process with the highest
priority. A process can change its own priority, or the priority of my other
process, while it is executing.

15 M™Memory Management
Memory managment is concemed with what is In physical memory at any one
time. Each process can use up to 128 memory segments. Each segment can
contaln up to 128 Kbytes. Memory segments are of two types: code segments
and data segments. The total amount of memory used by any ohe process can
exceed the available RAM of the Lisa. The Operating System will swap code
segments in and out of memory as they are needed. To aid the Operating
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System In swapping data segments, calls are provided to glve programs the
abllity to define which data segments must be In memory while a particuiar
part of the program is executing.

You have control of how your program is divided up. For executable code
segments, you use the segmentation commands of the Pascal compiler to break
the program In pleces.

In addition to residging in memory, data segments can be stored permanently
on disk. They can be accessed with calls similar to Flle System calls. This
allows you to use a data segment as a direct-access flie--a file that is
accessed as part of your memory space.

Calls are provided for making, killing, opening, and closing data segments.
You can also change the size of a data segment and set its access mode to
read-only or read-write. In addition, you can make a permanent disk copy of
the contents of a data segment at any time. Other calls give you ability to
force the contents of the data segment to be swapped into maln memory so
they can be accessed by your process.

1.6 Exceptions and Events
An exception is an unexpected condition in the execution of a process (an
interrupt). An event is a message from another process.

An exception can be generated either by the system or by an executing
program. System exceptions are generated by various sorts of errors such as
divide by zero, lllegal instruction, and illegal address. System exception
handlers are supplied that terminate the process. You can write your own
exception handlers for any of these exceptions if you want to try to recover
from the error.

User exceptions can be declared and exception handlers can be written to
process them. Your program can then signal this new exception.

Events are messages sent from one process to another. They are sent through
event channels.

A process that expects a message from an event channel executes a call to
walt for an event on that channel. This will give it the next message, if one
exists, or block the process until a message arrives.

If a process wants to know when an event arrives, but does not want to wait
for it, it can use an event-call channel. This Is set up by assoclating a user
exception with the event channel when it is opened. The Operating System
will then invoke the corresponding user exception handler whenever a message
arrives in the event channel.

1.7 Interprocess Communication
There are four methods for interprocess communication: shared files, pipes,
event channels, and shared data segments.

1-5
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Shared flles are used for high volume transfers of information. It Is necessary
to coordinate the processes somehow to prevent them from overwriting each
other's Information.

Pipes are used for communication between processes with an uninterpreted
byte stream. (Note that pipes will not be supported In future releases of the
Operating System.) The pipe mechanism provides for the needed
synchronization; a process will block if it is trying to read from an empty
pipe or write to a full one. A read from a pipe consumes the information, so
it is no longer avallable. Only one process can read from a given pipe.

Event channels are similar to pipes, except that event channels transmit short,
structured messages Instead of uninterpreted bytes.

A shared data segment can be used to transmit a large amount of data
rapidly. Having a shared data segment means that this data segment is In the
memory address space of all the processes that want to use it. All the
processes can then directly read and write information in the data segment.
It is necessary to provide some sort of synchronization to keep one process
from overwrliting another’s information.

1.8 Using the 0S Interface
The Interface to all the system calls is provided In the Syscall unit, found in
Appendix A. This unit can be used to provide access to the calls. See the
workshop Lisers Guice for the Lisa for more information on using Syscall.

1.9 Running Programs Under the 0S
Programs can be written and run by using the workshop, which provides
program development tools such as editing and debugging facllities.

1.10 writing Programs That Use the 0S
You can write a program that calls 0S routlnes to perform needed functions.
This program uses the Syscall unit and then calls the routines needed.

1-6
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The File System

The File System provides device-independent 1/0, storage with access
protection, and uniform file-naming conventions.

Device independence means that all 1/0 Is performed in the same way,
whether the ultimate destination or source is disk storage, another program, a
printer, or anything else. In all cases, 1/0 Is performed to or from s/es
although those flles can also be devices, data segments, or programs.

Every file is an uninterpreted stream of eight-bit bytes.

A file that is stored on a block-structured device, such as a disk, is listed in
a catalog(also called a a/rectory) and has a name. For each such file the
catalog contains an entry describing the file's attributes, including the length
of the file, its position on the disk, and the last backup copy date. Arbitrary
application-defined information can be stored in an area called the A/7e /sbel
Each file has two associated measures of length, the Logical £nd of File
LEGF) and the Physical £nd of Flie (PEOF) The LEOF is a pointer Lo the last
byte that has meaningful data. The PEOF is a count of the number of blocks
allocated to the file. The pointer to the next byte to be read or written is
called the Ale markex

Since 1/0 is device independent, application programs do not have to take
account of the physical characteristics of a device. However, on block-
structured devices, programs can make 1/0 requests in whole-block increments
in order to improve program performance.

All input and output is synchronous in that the 1/0 requested is performed
before the call returns. The actual 1/0, however, is asynchronous, in that
processes may block when performing 1/0. See Section 3.5, Process Scheduling,
for more information on blocking.

To reduce the impact of an error, the File System maintains distributed,
redundant information about the files on storage devices. Duplicate copies of
critical information are stored in different forms and in different places on
the media. All the files are able to identify and describe themnselves, and
there are usually several ways to recover lost information. The Scavenger
utility is able to reconstruct damaged catalogs from the information stored
with each file.

2.1 File Names
All the files known to the Operating System at a particular time are organized
into catalogs. Each disk volume has a catalog that lists all the files on the
gisk.

Any object catalogued in the File System can be named by specifying the
volume on which the file resides and the file name. The names are separated
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by the character "-". Because the top catalog in the system has no name, all
complete pathnames beglin with “-".

For example,
-LISA-FORMAT. TEXT

refers to a file named FORMAT.TEXT on a volume named LISA. The file
name can contain up to 32 characters. If a longer name is specified, the
name Is truncated to 32 characters. Accesses to sequential devices use an
arbitrary dummy filename that is ignored but must be present in the
pathname. For example, the serial port pathname

-RS2328
is insufficlent, but
-RS232B-XYZ

Is accepted, even though the -XYZ portion is ignored. Certain device names
are predeflined:

RS232A Serial Port A

RS232B Serial Port B

PARAPORT Parallel Port

SLOTXCHANy Serial ports: x is 1, 2, or 3andy is 1 or 2
MAINCONSOLE writeln and readln device

ALTCONSOLE  writeln and readln device

UPPER Upper Diskette drive (Drive 1)
LOWER Lower Diskette drive (Drive 2)
BITBKT Bit bucket: data is thrown away when directed here

See Chapter 6 for more Information on device names.

Upper and lower case are not significant In pathnames: ‘TESTVOL' is the same
object as ‘Testvol. Any ASCH character Is legal in a pathname, including
non-printing characters and blank spaces. However, use of ASCII 13,
RETURN, In a pathname is strongly discouraged.

22 The Working Directory
It is sometimes inconvenient to specify a complete pathname, especially when

working with a group of files in the same volume. To alleviate this problem,
the Operating System maintains the name of a working directory for each
process. when a pathname is specified without a leading “-*, the name refers
to an object in the working directory. For example, if the working directory
is -LISA the name FORMAT.TEXT refers to the same file as
-LISA-FORMAT.TEXT. The default working directory name is the name of the
boot volume directory.

You can find out what the working directory is with GET_WORKING_DIR.
You can change to a new working directory with SET_WORKING_DIR.
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23 Devices
Device names follow the same conventions as file names. Attributes like baud
rate are controlled by using the DEVICE_CONTROL call with the appropriate
pathname.

Each device has a permanently assigned priority. From highest to lowest, the
priorities are:

Power on/off button

Serial port A (RS232A)

Serial port B (RS232B, the leftmost port)
I1/0 slot 1

I1/0 slot 2

I/0 slot 3

Keyboard, mouse, battery-powered clock
10 ms system timer

CRT vertical retrace interrupt
Parallel port

Diskette 1 (UPPER)

Diskette 2 (LOWER)

Video screen

The device driver associated with a device contalns information about the
device's physical characteristics such as sector size and interleave factors for
‘disks.

2.4 Storage Devices
On storage devices such as disk drives, the File System reads or writes file
data In terms of pages. A pagels the same size as a block. Any access to
data in a flle ultimately translates into one or more page accesses. when a
program requests an amount of data that does not fit evenly into some
number of pages, the File System reads the next highest number of whole
i)ages. Similarly, data Is actually written to a file only in whole page
ncrements.

A flle does not need to occupy contiguous pages. The File System keeps
track of the locations of all the pages that make up a flle.

Each page on a storage device is self-identifying; the page descriptoris stored
with the page contents to reduce the destructive Impact of an 1/0 error.

The eight components of the page descriptor are:

version number

volume ldentifier

Flle identifier

Amount of data on the page
Page name

Page position in the file
Forward link

Backward 1ink
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Each volume has a8 Mealum Descriptor Data Flle (IMOOF) which describes the
various attributes of the medium such as its size, page length, block layout,
?t}ditnle size of the boot area. The MDDF is created when the volume Is
nitialized.

The File System also malntains a record of which pages on the medium are
currently allocated, and a catalog of all the flles on the volume, Each flle
contains a set of file hints, which describe and point to the actual file data.

25 The Volume Catalog
On a storage device, the volume catalog provides access to the files. The
catalog Is itself a file that maps user names into the intermnal file 1dentifiers
used by the Operating System. Each catalog entry contains a varlety of
information about each file including:

Name
Type

Iri\ternal file number and address

Size

Date and time created, last modifled, and last accessed
File identifier

Safety switch

The safety switch is used to avoid accidental deletions. while the safety
switch is on, the file cannot be deleted. The other flelds are described under
the LOOKUP File System call.

The catalog can be located anywhere on the medium.

26 Labels
An application can store its own information about a file In an area called
the /%/e /abel The label allows an application to keep the file data separate
from information maintained about the file. Labels can be used for any
object in the File System. The maximum label size is 128 bytes. 1/0 to labels
is handled separately from file data 1/0.

2.7 Logical and Physical End of Flle
A flle contains some number of bytes of data recorded In some number of
physical pages. Additional pages which do not contain any file data can be
allocated to the file. There are, therefore, two measures of the end of the
file. The Loglical End of File (LEOF) Is a pointer to the last stored byte that
has meaning to the application. The Physical End of File (PEOF) is a count of
the number of pages allocated to the file.

In addition, each open file has a pointer called the /e manker which polints
to the next byte in the flle to be read or written. when the file Is opened,
the flle marker points to the first byte (byte number 0. The file marker can
be positioned automatically or explicitly using the read and write calls. For
example, when a program writes to a flle opened with Append access, the flle
marker is autormatically positioned to the end of the file before new data are
written. The flle marker cannot be positioned past LEOF except by a write
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operation that appends data to a file; in this case the flle marker is
positioned one byte past LECF.

when a flle is created, an entry for it is made in the catalog specified in its
pathname, but no space is allocated for the file itself. when the file is
opened by a process, space can be allocated explicitly by the process, or
automatically by the Operating System. If a write operation causes the flle
marker to be positioned past the LEOF marker, LEOF (and PEOF if necessary)
are automatically extended. The new space is contiguous if possible.

2.8 File Access
The Flle System provides a device-independent bytestream interface. As far
as an application program is concemed, a specified number of bytes is
transferred either relative to the file marker or at a specified byte location
in the file. The physical attributes of the device or file are not important to
the application, except that devices that do not support positioning can
perform only sequential operations. Programs can sometimes improve
performance, however, by taking advantage of a device's physical
characteristics.

Programs can reguest any amount of data from a file. The actual 1/0,
however, s performed in whole-page increments when devices are block
structured. Therefore, programs can optimize 1/0 to such devices by setting
the file marker on a page boundary and making 1/0 requests in whole-page
increments.

A file can be open for access by more than one process concurrently. All
requests to write to the file are completed before any other access to the file
is permitted. when one process writes to a file, the effect of the write
operation is immediately available to all other processes reading the file. The
other processes may, however, have accessed the flle in an earller state.

Data already obtained by a program are not changed. The programmer must
ensure that processes maintain a consistent view of a shared file.

when you open a flle, you specify the kind of access allowed on the file,
when the file is opened, the Operating System allocates a file marker for the
calling process and a run-time identification number called the re/7w/m The
process must use the refnum in subsequent calls to refer to the file. Each
operation using the refnum affects only the file marker associated with that
refnum.

Processes can share the same flle marker. In g/otal acoess mook each
process uses the same refnum for the file. when a process opens a file in
global access mode, the refnum it gets back can be passed to any other
process, and used by any process. Note that any number of processes can
open a flle with Global_Refrum, but each time the OPEN call Is used a
different refnum is produced. Each of those refnums can be passed to other
processes, and each process using a particular refum shares the same flle
marker with other processes with the same refum. Processes using different
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refnums, however, always have different file markers, whether or not those
refnums were obtained with Global_Refnum.

A flle can also be opened in private mode, which specifies that no other OPEN
calls are to be allowed for that file. A flle can be opened with
Global_Refrnum and private, which opens the file for global access, but allows
no other process to open that file. By using this call, processes can control
which other processes have access to a file. The opening process passes the
global refnum to any other process that is to have access, and the system
prevents other processes from opening the file.

Processes using global access may not be able to make any assumptions about
the location of the flle marker from one access to the next.

29 Pipes
Because the Operating System supports multiple processes, a mechanism is

provided for interprocess communication. This mechanism is called a pjpg
Pipes are similar to the other objects in the File System -- they are named
according to the same rules, and they can have labels.

NOTE

Plpes will not be supported In future releases of the Operating System.
Do not use the pipe mechanism if you want your software to be

upward-compatible.

As with a file, a plpe is a byte stream. Wwith a pipe, however, information is
queued In a flrst-In~flrst-out manner. Also, a pipe can have only one reader
at a time, and once data is read from a pipe it {s removed from the pipe.

A plpe can be accessed only In sequential mode. Although only one process
can read data from a pipe, any number of processes can write data into it.
Because the data read from the pipe is consumed, the file marker is always at
zero. If the pipe is empty and no processes have it open for writing, EOF (End
Of Flle) Is returned to the reading process. If any process has the pipe open
for writing, the reading process is suspended until enough data to satisfy the
call arrives in the pipe, or until all writers close the pipe.

when a pipe Is created, its size is 0 bytes. Unlike with ordinary files, the
initializing program must allocate space to the pipe before trying to write
data into it. To avold deadlocks between the reading process and the writers,
the Operating System does not allow a process to read or write an amount of
data greater than half the physical size of the pipe. For this reason, you
should allocate to the pipe twice as much space as the largest amount of data
in any planned read or write operation.

A pipe is actually a circular buffer with a read pointer and a write pointer.
All writers access the pipe through the same write pointer. Whenever either
pointer reaches the end of the pipe, it wraps back around to the first byte. If
the read pointer catches up with the write pointer, the reading process blocks
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untll data are written or untll all the wrlters close the plpe. Simllarly, If the
write pointer catches up with the read pointer, a writing process blocks until
the pipe reader frees up some space or until the reader closes the pipe.
Because pipes have this structure, there are restrictions on some operations.
These restrictions are discussed with the relevant Flle System calls.

Processes can never make read or write requests bigger than half the size of
the pipe because the Operating System always fully satisfies each read or
write request before returning to the program. In other words, If a process
asks for 100 bytes of data from a pipe, the Operating System waits until there
are 100 bytes of data in the plpe and then completes the call. Similarly, if a
process tries to write 100 bytes of data into a pipe, the Operating System
walts until there is room for the full 100 bytes before writing anything into
the pipe. If processes were allowed 10 make write or read requests for
greater than half of a particular plipe, it would be possible for a reader and a
writer to deadlock, with neither having room in the pipe to satisfy its

requests,

210 Flle System Calls
This section describes all the Operating System calls that pertain to the File
System. A summary of all the Operating System calls can be found in
Appendix A. The followling speclal types are used In the File System calls:

Pathname = STRING[Max_Pathname]; (* Max_Pathname = 255 *)
E_Name = STRING[Hax_Ename]; (* Hax_EName = 32 *)
Accesses = (Dread, Dwrite, Append, Private, Global_Refnum);
HSet = SET OF Accesses;

IoMode = (Absolute, Relative, Sequential):

The Fs_Info record and its associated types are described under the LOOKUP
call. The Dctype record is described under the DEVICE_CONTROL call.
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2.10.1 MAKE_FILE and MAKE_PIPE Flle System Calls

MAKE_FILE (var Ecode:Integer;
var Path:Pathname;
Label_Size:Integer)

MAKE_PIPE (var Ecode:Integer;
var Path:Pathname;
Label_Size:Integer)

Ecode: Error indication
Path: Name of new object
Label Size: Number of bytes for the object's label

MAKE_FILE and MAKE_PIPE create the specified type of object with the
given name. If the pathname does not specify a directory name (more
specifically, if the pathname does not begin with a dash), the working
directory is used. Label_Size specifies the initial size in bytes of the label.
It must be less than or equal to 128 bytes. The label can grow to contain up
lto 128 bytes no matter what its initial size. Any error indication is returned
n Ecode.

NOTE

Pipes will not be supported In future releases of the Operating System.
0o not use the pipe mechanism if you want your software to be
upward-compatible.

The MAKE_FILE examplie on the next page checks to see whether the
specified file exists before opening it.
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CONST FileExists = 890;
VAR FileRefNum, ExrorCode:INTEGER;
F1leName:PathName;
Happy : BOOLEAN;
Response:CHAR;
BEGIN
Happy : =FALSE;
WHILE NOT Happy DO
BEGIN
REPEAT (* get a file name *)
WITE('File name: °);
READLN(F1leName);
UNTIL LENGTH(FileName)>0;
MAKE_FILE(ErrorCode, FileName, 0); (*no label for this filex)
IF (ErrorCode<>0) THEN (* does file already exist? *)
IF (ErrorCode=FileExists) THEN (» yes =)
BEGIN
WRITE(FileName, * already exists. Overwrite? °);
READLN(Response)
&mpy:=(Response IN ['y','Y']); (»go ahead and overwrite*)

ELSE RITELN( Error ', ErrorCode, ' while creating file.')

ELSE Happy:=
END;

OPEN(ErrorCode, FileName, F1leRefNum, [Dwrite]);
END;

2-9



Querating System Reference Maral The Flle System

2102 KILL_0BJECT Flle System Call

KILL_OBJECT (var Ecode:Integer;
var Path:Pathname)

Ecode: Error indicator
Path: Name of object to be deleted

KILL_0BJECT deletes the object given in Path from the File System. Objects
with the safety switch on cannot be deleted. If a flle or pipe is open at the
time of the KILL_OBJECT call, its actual deletion is postponed until it has
been closed by all processes that have it open. During this perlod no new
processes are allowed to open it. The object to be deleted need not be open
at the time of the KILL_O0BJECT call. A KILL_OBJECT call can be reversed
by UNKILL_FILE, as long as the object Is a flle and is still open.

The following program fragment deletes files until RETURN Is pressed:

CONST FileNotFound=894;
VAR FileName:PathName;
ErrorCode:INTEGER;
BEGIN
REPEAT
WITE('File to delete: °);
READLN(F1leName);
IF (FileName<>'') THEN
BEGIN
KILL_OBJECT(ErrorCode, FileName);
IF (ErrorCode<>0) THEN
IF (ErrorCode=FileNotFound) THEN
WRITELN(FileName, * not found.')
ELSE WRITELN('Error ', ErrorCode, ' while deleting file.®)
ELSE WRITELN(FileName, ' deleted.');
END
UNTIL (FileName="");
END;

2-10
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2103 UNKILL_FILE File System Call

UNKILL_FILE (var Ecode:Integer;
RefNum:Integer;
var Newname:e_name)

Ecode: Error indicator
RefNum: Refnum of the killed and open file
Newname: New name for the file being restored

UNKILL_FILE reverses the effect of KILL_OBJECT as long as the killed
object is a file that is still open. A new catalog entry is created for the flle
with the name given in Newname. Newname is not a full pathname: the
resurrected file remains in the same directory.

2-11
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2104 RENAME_ENTRY Flle System Call

RENAME_ENTRY (Var Ecode:Integer;
var Path:Pathname;
var Newname:E_Name)

Ecode: Error indicat